
Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t
Pre

prin
t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t
Pre

prin
t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t
Pre

prin
t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t
Pre

prin
t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t
Pre

prin
t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t
Pre

prin
t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t

Pre
prin

t

ASP Chef Chats with Large Language Models

Mario Alviano , Pietro Macrı̀ , Luis Angel Rodriguez Reiners
DEMACS, University of Calabria, Via Bucci 30/B, 87036 Rende (CS), Italy

{mario.alviano, luis.reiners}@unical.com

Abstract
ASP Chef enriches Answer Set Programming
(ASP) with the notion of recipe, that is, a sequence
of operations on answer sets. Recipes are designed
and executed in modern browsers, and further im-
prove the fast prototyping capabilities of ASP. This
paper introduces new operations designed to inte-
grate Large Language Models (LLMs) in recipe,
with the aim of combining the reasoning strength
of ASP with the natural language capabilities of
LLMs, to enable more interactive and adaptive
problem-solving workflows. In a nutshell, an-
swer sets in input are transformed into prompts for
LLMs, whose responses are processed to extract
facts for subsequent operations within the recipe.

1 Introduction
Large Language Models (LLMs) and Answer Set Program-
ming (ASP) are complementary AI paradigms, driving grow-
ing interest in their integration [Nye et al., 2021; Yang
et al., 2023; Borroto et al., 2024; Ishay et al., 2023a;
Ishay et al., 2023b; Rajasekharan et al., 2023a; Rajasekha-
ran et al., 2023b; Kalyanpur et al., 2024; Lin et al., 2024;
Brancas et al., 2024; Zeng et al., 2024; Coppolillo et al.,
2024]. LLMs have revolutionized natural language process-
ing [Brown and et al., 2020; Chowdhery and et al., 2023;
Touvron and et al., 2023], while ASP offers robust capa-
bilities in logical reasoning [Gelfond and Lifschitz, 1990;
Marek and Truszczynski, 1999; Niemelä, 1999]. This makes
ASP invaluable for applications that demand strong infer-
ence capabilities (e.g., [Cardellini et al., 2023; Cardellini et
al., 2024b; Cardellini et al., 2024a; Cappanera et al., 2023;
Wotawa, 2020; Taupe et al., 2021; Dodaro et al., 2024]) be-
yond the scope of LLMs [Hadi et al., 2023].

ASP Chef [Alviano et al., 2023; Alviano and Reiners,
2024] improves the user experience of ASP and simplifies its
use in various computational tasks. Thanks to its web-based
platform, ASP users can create and execute complex work-
flows, known as recipes, which are executed directly within
the browser and can include data manipulation and visualiza-
tion operations. ASP Chef is powered by the WebAssembly
version of CLINGO [Gebser et al., 2019] (https://github.com/
domoritz/clingo-wasm), and is an ideal tool for education,

rapid prototyping, and practical problem solving [Costantini
and Formisano, 2024; Böhl et al., 2024; Alviano et al., 2024a;
Alviano et al., 2024b; Alviano and Rodriguez Reiners, 2024].

This paper presents an integration of LLMs into ASP Chef
that allows users to harness the power of LLMs and ASP
within a unified environment. The integration proves particu-
larly useful in the three key areas targeted by ASP Chef. In an
educational context, it enables users to quickly generate ex-
ample data by leveraging the broad knowledge base of LLMs,
to facilitate the understanding of ASP concepts and applica-
tions. For rapid prototyping, LLMs assist users by provid-
ing immediate suggestions on ASP syntax, debugging hints,
and clarifications regarding ASP Chef documentation, signifi-
cantly reducing the time required to construct and refine logic
programs. Finally, in practical problem-solving, LLMs can
be used to extract structured data from unstructured sources,
which is then processed through ASP Chef recipes for logi-
cal reasoning; the results of the reasoning process can subse-
quently be mapped back into natural language (using LLMs)
to improve their interpretability.

In a nutshell, we introduce operations to register API keys
of LLM servers, to configure endpoints and models to use,
and to perform remote chat completion requests. Such re-
quests use messages stored in ASP facts and can incorpo-
rate mustache queries (introduced here) to dynamically in-
clude data from other facts. This approach enables prompts
for LLMs to be generated from templates, where placehold-
ers are automatically replaced with the results of mustache
queries. As a result, ASP and LLMs can be seamlessly com-
bined, allowing for dynamic and context-aware interactions.
The response generated by the LLM is stored as an ASP fact,
allowing seamless integration with other ASP Chef opera-
tions. For example, if the LLM outputs a response in comma-
separated values (CSV) format, the Parse CSV operation can
transform each value into a structured fact. Subsequently, the
Search Models operation can process these facts to derive a
meaningful relational representation. Alternatively, the usual
Markdown format used by LLMs can be processed by the
Markdown operation of ASP Chef to visualize the generated
response as a side output of the recipe.

2 Background
ASP. A program is a set of rules defining conditions (con-
junctive bodies) under which atoms must be derived (atomic
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heads) or guessed (choices). Programs are associated with
zero or more answer sets, i.e., interpretations satisfying all
rules and a stability condition [Gelfond and Lifschitz, 1990].
Programs are extended with #show directives of the form

#show p(t) : conjunctive query.
where p is an optional predicate, t is a possibly empty se-
quence of terms, and conjunctive query is a conjunction.
Answer sets of the program are projected according to the
#show directives. We refer the ASP-Core-2 format for de-
tails [Calimeri et al., 2020].
Example 1. The following program solves the graph color-
ing problem in ASP:

node(A) :- edge(A,B). node(B) :- edge(A,B).
{assign(N,C) : color(C)} = 1 :- node(N).
:- edge(X,Y), assign(X,C), assign(Y,C).
#show (N,C) : assign(N,C).

The first line contains two rules defining nodes from edges.
The second line is a choice rule guessing one color for each
node. The third line is a constraint enforcing different colors
for adjacent nodes. Finally, the fourth line is a #show direc-
tive projecting the answer sets over the node–color assign-
ment. Given color(red) and color(green), the graph
edge(a,b), edge(a,c), edge(b,d), edge(c,d) has 2
(projected) answer sets, among them (a,red), (b,green),
(c,green), (d,red). ■

ASP Chef. An operation O is a function receiving in in-
put a sequence of interpretations and producing in output a
sequence of interpretations. Operations may produce side
outputs (e.g., a graph visualization) and accept parameters
to influence their behavior. An ingredient is an instantia-
tion of a parameterized operation with side output. A recipe
is a tuple of the form (encode, Ingredients , decode), where
Ingredients is a (finite) sequence O1⟨P1⟩, . . . , On⟨Pn⟩ of
ingredients, and encode and decode are Boolean values.
If encode is true, the input of the recipe is mapped to
[[__base64__("s")]], where s = Base64 (sin) (i.e., the
Base64–encoding of the input string sin ). After that, the in-
gredients are applied one after another. Finally, if decode is
true, every occurrence of __base64__(s) is replaced with
(the ASCII string associated with) Base64−1(s).
Large Language Models (LLMs). LLMs are AI systems
designed to process and generate human-like text. Here,
LLMs are used as black box operators on text (functions that
take text in input and produce text in output). The text in in-
put is called prompt, and the text in output is called generated
text or response. The prompt is a sequence of messages from
three roles, namely system, user and assistant. System mes-
sages set behavior, tone, and context for the assistant. User
messages represent queries to or instructions for the assistant.
Assistant messages are responses to user queries.

3 LLMs Operations
Config. The @LLMs/Config operation extends each
input interpretation with facts representing parameters
like server, model and temperature. These facts have
the form __llms_config__(key,"value"), where
__llms_config__ can be set in the ingredient. The

temperature is expressed as a percentage (to accommodate
differences between servers), with 0% disabling randomness.
Chat Completion. For each input interpretation I , the
@LLMs/Chat Completion takes the configuration from in-
stances of __llms_config__ (or the predicate speci-
fied in the ingredient), and messages from atoms of the
form __message__(role("content")), where role is
system, user or assistant, and content is a string with
mustache queries, defined next. A mustache query has the
form {{ Π }}, where Π is an ASP program with #show
directives, and it is replaced by one projected answer set
of Π ∪ {p(t). | p(t) ∈ I}. In more details, only tuples
of terms are left, and specific atoms are interpreted as fol-
lows: separator/1 defines the separator for tuples (de-
fault \n); term_separator/1 defines the separator between
terms (default ,); prefix/1 and suffix/1 define strings
to be added before and after each tuple (empty by default);
ol/1 and ul/1 to produce ordered and unordered lists, and
th and tr to produce tables (in Markdown); base64 to de-
code Base64-encoded strings. Moreover,

{{= (terms): conjunctive_query }}
is syntactic sugar for

{{ #show (terms): conjunctive_query. }}.
The response given by the LLM is Base64-encoded in the
predicate __base64__ (or the predicate specified in the in-
gredient), and can be further processed by the subsequent in-
gredients in the recipe.
Example 2. Let I be the interpretation comprising
assign(a,red), assign(b,green), assign(c,green),
assign(d,red). Let I also contain the following instances
of __message__/1: system("If you are unsure,
say \"I don't know\"") and user("{{ Π }}\n
What's the color of node a?"), where Π is

#show (N,C) : assign(N,C).
#show prefix("Node ").
#show term_separator(" has color ").
#show suffix(".").

After mustache query replacement, the user message is

Node a has color red.
Node b has color green.
Node c has color green.
Node d has color red.

What's the color of node a?

If I also contains configuration atoms for using Groq [Abts et
al., 2022] and the model llama3-70b-8192 with temperature
0%, the resulting response "The color of node a is
red." is Base64-encoded in the output predicate. ■

To ease the representation of prompts, especially those in-
cluding mustache queries, the @LLMs/Chat Completion op-
eration accepts the additional parameters system role, user
role and assistant role, which specifies unary predicates
whose terms are Base64-encoded.
Register API Key. Servers usually expect an API key to be
provided with each request. In ASP Chef, such API keys are
retrieved from the session storage, where they are saved via
a @LLMs/Register API Key ingredient. This way, API keys
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are not part of the recipe, are not accessible by other tabs of
the browser, and are forgotten when the tab with the recipe
is closed. Alternatively, API keys can be stored permanently
in the local storage, again with a @LLMs/Register API Key
ingredient. In this case, a recipe can copy an API key from
the local storage to the session storage, hence enabling it in
the current session, if the user confirm this intention.

Unregister API Keys. API keys enabled in the current ses-
sion can be disabled via a @LLMs/Unregister API Keys,
which also lists the permanently stored API keys and gives
the possibility to remove them selectively or in block.

4 Use Cases
We report a few use cases whose recipes are available online
at https://asp-chef.alviano.net/s/LLMs.

4.1 Generate Example Data
ASP is often introduced by showing how to address combina-
torial puzzles such as Sudoku. Manually writing input facts
can be tedious, while generating them with a script may in-
troduce an additional barrier for learners. As an alternative,
we can ask an LLM for a random instance, using the system
message “Your answer must be in CSV format. Just CSV
and nothing else! Use TAB and new lines as separators.”
and the user message

Give me a random instance of {{= S :
size(S) }}x{{= S : size(S) }} Sudoku.

Each known cell must have a number between
1 and {{= S : size(S) }}.

Use 0 for the unknown cells.

where size(9) can be a given fact. The generated instance
can then be processed by Parse CSV and solved with ASP.

For another example, we can ask for factual data about
cities (and do some reasoning on such data using ASP):

__message__(system("Answer with CSV only.
Use TAB as separator.")).

__message__(user("Give me a list of cities
and their population.")).

4.2 Interacting with ASP Chef Documentation
The Documentation operation can be used to consult the ASP
Chef documentation, but also to generate facts storing such
documentation. This approach enables the possibility to in-
clude documentation snippets in messages for LLMs, for ex-
ample using the user message

Give me an example of the usage of Merge
and Split. Their documentation follow.

{{ #show base64(X) : __doc__(X).
#show separator("\n\n"). }}

The documentation of Merge and Split, stored in instances
of __doc__/1, reaches the LLM, which is then capable of
generating an example even if it has no previous knowledge
on the two operations. The generated answer can be shown
with the Markdown operation.

4.3 Extract Structured Data
We are designing a package delivery route for a small courier
company. A delivery driver starts at a given point and needs
to reach another point, making sure to visit every location
exactly once. Connections are also given. For example,

Starts at Point A and reach Point G.
- A is connected to B and C
- B is connected to A, C and D
- C is connected to A and D
- D is connected to B, C, and E
- E is connected to D, F and H
- F is connected to E and G
- G is connected to F and H
- H is connected to F

The above input can be stored in a __base64__ predicate
and combined with the following user message:

{{= base64(X) : __base64__(X) }}
----
Give me the start point in the first line,
and the reach point in the second line.
After that, list all connections,
one per line.

Once input data is structured in CSV, Parse CSV and Search
Models can easily obtain a relational representation in predi-
cates start/1, target/1, node/1 and link/2. After that,
a Hamiltonian path (if any) is obtained with the following
ASP program:

reach(X) :- start(X).
reach(Y) :- next(X,Y).
{next(X,Y) : link(X,Y)} = 1 :-

reach(X), not target(X).
:- next(X,Y), next(Z,Y), X < Z.
:- node(X), not reach(X).

4.4 Improve Interpretability of Reasoning Results
SELinux policies define access control rules that govern inter-
actions between processes, files, and other system resources.
These policies are typically very large rule sets, making it
challenging to manually analyze permissions for a specific
subject type and security context. We can efficiently filter
SELinux policies using ASP, and provide human-readable in-
sights into what a given user or process can do in a specific se-
curity context using LLMs. Specifically, we can use the sys-
tem message “You are an expert in SELinux policy man-
agement and your task is to create a detailed text starting
from a specific set of policies.” and pack the user message
using

__message__(user(@string_format(
"allow %s %s:%s %s;", S,O,C,P))

) :- needed_policy(S,O,C,P).

where needed_policy contains the filtered input facts.

5 Conclusion
The integration of LLMs into ASP Chef bridges the gap be-
tween human-intuitive input and machine-processable ASP
facts, opening new possibilities for reasoning, knowledge
representation, and automated decision-making.
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Ethical Statement
The use of LLMs inherently exposes to risks related to trans-
parency and accountability. Users of @LLMs operations of
ASP Chef must be clearly informed about such risks.
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