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Abstract

Deep learning-based recommendation systems are
increasingly important in the industry. To meet
strict SLA requirements, serving frameworks must
efficiently handle concurrent queries. However,
current serving systems fail to serve concurrent
queries due to the following problems: (1) inef-
ficient operator (op) scheduling due to the query-
wise op launching mechanism, and (2) heavy con-
tention caused by the mutable nature of recommen-
dation model inference. This paper presents Re-
cOS, a system designed to optimize concurrent rec-
ommendation model inference on GPUs. RecOS
efficiently schedules ops from different queries by
monitoring GPU workloads and assigning ops to
the most suitable streams. This approach reduces
contention and enhances inference efficiency by
leveraging inter-op parallelism and op character-
istics. To maintain correctness across multiple
CUDA streams, RecOS introduces a unified asyn-
chronous tensor management mechanism. Evalua-
tions demonstrate that RecOS improves online ser-
vice performance, reducing latency by up to 68%.

1 Introduction

Deep neural networks (DNNs) based recommendation mod-
els (RMs) have been widely deployed in many large com-
panies, including Google [Zhao er al., 2019; Covington et
al., 2016],Alibaba [Zhou et al., 2018a; Zhou et al., 2019],
and Netflix [Koren et al., 2009]. An RM typically consists
of a memory-intensive part, known as the embedding lookup
layer and often contains caches, and a compute-intensive part,
known as several fully connected layers. Efficient inference
of recommendation models is crucial for the profits of an on-
line service.

While an RM does not require massive computing re-
sources, it still faces extremely high concurrency and strict
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Figure 1: Online inference performance was evaluated at three levels
of concurrency: low (1 client), medium (15 clients), and high (30
clients). Results showed that under high concurrency, the inference
latency can increase by as much as 4.7 times compared to the low
concurrency scenario (BST).

latency requirements in online serving. Recently, online ser-
vice frameworks such as TensorFlow Serving (TS) [Olston et
al., 2017b], and Triton Inference Server [NVIDIA, 2024c]
have emerged. When an op finishes execution, the online
service system determines the execution order of ops based
on the topology of the computation graph. Then, ops are
launched to GPU in a First Come First Served (FCFS) man-
ner. Such a workflow, however, faces poor performance in
concurrent queries scenarios. As illustrated in Figure 1, the
inference latency of processing thirty concurrent queries in-
creases by 1 to 6 times compared to processing only one
query. This occurs because multiple queries independently
launch ops to the GPU during traffic peaks, leading to un-
avoidable op interleaving, forcing ops from different queries
to alternate on the GPU. Furthermore, the service frame-
works typically launches all ops to the same CUDA Stream
(stream) [NVIDIA, 2024a]. This mechanism ensures that ops
are executed in the correct order by utilizing the stream’s fea-
tures. However, as indicated in Figure 3, this approach does
not fully utilize GPU resources and leads to prolonged la-
tency.

It’s straightforward to use multiple streams to serve concur-

rent queries. However, as shown in Figure 3, such a mecha-
nism is still suboptimal. Unlike other DNN models’ infer-
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Figure 2: RMs consist of an embedding part (embedding tables) and
a dense part (neural networks).

ence, RM’s inference is mutable. When accessing the muta-
ble part of RM, locks are needed to guarantee the correctness.
Thus, when multiple ops access the same mutable region,
conflicts occur and ops’ execution time increases. What’s
worse, synchronization between ops from multiple streams
is needed to ensure the correctness of the inference, which
further increases the overhead.

To address the problems listed above and improve the on-
line execution efficiency of RMs, we introduce RecOS, an
online RM scheduling system. We adopted Nvidia’s Mul-
tistream [NVIDIA, 2024a] mechanism and scheduled ops
across multiple streams to fully utilize GPU resources while
minimizing the overhead caused by disordered op schedul-
ing and conflicts. To achieve highly efficient op scheduling
on multiple streams, RecOS must obtain real-time informa-
tion about the workload of each stream. Since Nvidia does
not provide a related API, RecOS establishes a GPU work-
load monitor. This monitor estimates the queuing status of
each stream by considering ops’ execution order and compu-
tational attributes such as grid size and execution time. Af-
ter obtaining the queuing status of each stream, RecOS uses
greedy algorithms to assign ops to suitable streams based on
op’s type. Finally, RecOS introduces a unified asynchronous
tensor management mechanism based on characteristic of
tensors’ lifetime to eliminate the synchronization overhead.

Our experiments on multiple RMs show that RecOS can
effectively improve the inference latency. Our algorithm
can significantly reduce inference latency under high concur-
rency. Compared to current service frameworks, RecOS can
achieve an inference latency improvement of up to 68%.

Our contributions are summarized as follows:

1. We analyzed RMs’ computation graph characteristics,
mutable nature, and execution process in concurrent sce-
narios, identifying key opportunities for optimization
through scheduling. To the best of our knowledge, we
are the first to highlight the mutable nature of RMs and
its impact on concurrent inference.

2. We introduce RecOS, an op-level inference scheduling
system specifically tailored for RMs, designed to im-
prove kernel scheduling efficiency and reduce inference
latency.

3. We extensively tested multiple RMs under various on-
line concurrent scenarios, demonstrating the effective-
ness of our approach.

Model #Ops Grid Ratio Grid Ratio Parallel Op
[0, 28] (28, <] Ratio
RMs 350 85% 15% 78%

Table 1: Model Characteristics

2 Background and Motivation

2.1 Architecture and Characteristics of RMs

Figure 2 sketches the architecture of RMs. RMs primarily
accept two types of input: sparse features (such as user ID
and video ID) and dense features (such as user age and video
click count). The sparse module of RMs lookups embedding
table, whose size may reach hundreds of GBs, to transforms
sparse features into dense features. The feature interaction
module is responsible for combining the dense and sparse
features. Finally, the prediction module takes the output from
the interaction module and calculates the click-through rate
(CTR) probability for each user-item pair using neural net-
work computations. The CTR probabilities for all items are
then ranked, and the top-N choices are presented to the user.

Owing to their unique hybrid structure, RMs’ inference
possess the following characteristics:

1. Low Computational Complexity

Unlike many well-known neural networks, RMs gen-
erally have lower computational complexity. Based
on our statistical analysis across multiple RMs[Cheng
et al., 2016; Zhou et al., 2018b; Chen et al., 2019;
Naumov et al., 2019], Table 1 summarizes their com-
mon characteristics, the ‘Grid Ratio [0,28] = 85% ¢ indi-
cates that 85% of the ops have a grid size of 28 or less,
so each op by itself cannot fully occupy all SMs on an
A30 GPU.!.

2. High Parallelism We abstract the computational graph
of an RM model as a directed acyclic graph (DAG). For
any node a within this graph, if there exists another node
b that does not communicate with a, then a and b can
be executed in parallel. As shown in Table 1, up to 78%
of RMs’ ops can run in parallel with other ops.

3. Mutable Inference Unlike conventional models, RM
weights are not fully frozen during inference. Because
of their large embedding tables, RMs often employ GPU
caches [Wang et al., 2022; Xie et al., 2022] to improve
memory efficiency. The cache records metadata (e.g.,
access frequency) of embeddings and updates HBM pa-
rameters from external memory (e.g., DRAM) accord-
ing to caching strategies. To prevent accessing invalid
cache entries, caches use locks to protect data. Because
these caches update metadata on each access, multiple
embedding ops may compete for the same entry, causing
lock contention and prolonged execution time if sched-
uled improperly.

'Nvidia A30, a widely used Al inference card, contains 56 SMs
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Figure 3: An example of GPU op scheduling with different numbers of queries, streams, and launch strategies. The ops with north-west/south-
east hatching, north-east/south-west hatching, and vertical hatching represent embedding ops with cache, computation ops, and source ops
receiving inputs, respectively. (a)- (d) handle one query, while (e)- (g) handle five concurrent queries. The GPU utilizes one stream in a) and
(e), two streams in (b) and (d), three streams in (c), and four streams in (f) and (g). It is assumed that the ops in the GPU graph are identical
and consume less than 1/4 of the GPU’s SMs. In figure (f), multiple queries access the same embedding cache, leading to prolonged latency.

2.2 Analysis of Current Schedule
Single Query
We first consider scheduling within a single query.

Single Stream. The op scheduler launches all ops onto one
stream based on topological sorting, as shown in Figure 3 (a).
This method results in the longest inference latency and the
lowest resource utilization, since inter-op parallelism is not
exploited.

Multiple Streams. To utilize inter-op parallelism, it is nec-
essary to launch ops onto multiple streams. Figures 3 (b)
and 3 (c) illustrate the use of 2 and 3 streams, achieving an
inference latency improvement of 1/6 and 1/3, respectively.

Ideal.  Although increasing the number of streams im-
proves inference latency, it does not always achieve optimal
resource utilization. Figure 3 (d), which utilizes 2 streams,
reaches the same inference improvement as that achieved
with 3 streams in Figure 3 (c). This is due to the topological
sorting scheduling algorithm. If op 3 can be finished earlier,
ops 4 and 6 can be launched earlier, which can reduce the
overall query inference latency.

2.3 Concurrent Queries

Next, we consider the case of processing multiple concurrent
queries.

Single Stream. Many existing DNN service systems, such
as TS [Olston et al., 2017al, utilize a single computation
stream for all concurrent queries. However, as depicted in
Figure 3 (e), the inference latency of the GPU graph might
be substantially increased due to op interleaving (see the red
dashed box), as only one kernel runs on the GPU at any given
time. This method results in poor throughput of 0.167 (pro-
cessing 5 queries during 30 time units).

Multiple Streams. Increasing the number of streams can
mitigate the impact of op interleaving under concurrent
queries. Figure 3 (f) illustrates the use of 4 streams, selecting
one for each query in a round-robin manner and launching

all ops of a query onto the same stream. This approach re-
duces the inference latency from 26 to 8.47 and increases the
throughput from 0.167 to 0.417. However, it does not ex-
ploit inter-op parallelism, leading to a non-optimal inference
latency and low resource utilization. Besides, the conflicts
between caches increase the ops’ execution time.

Ideal. Figure 3 (g) presents the ideal schedule of RMs
across multiple streams. Apart from utilizing multiple
streams, this also leverages inter-op parallelism (see the red
dashed-line box) and avoids cache conflicts. Figure 3 (g)
reaches an average inference latency of 6.2 and a throughput
of 0.635, which achieves best compared with Single Stream
and Multiple Streams.

2.4 Insight
From the above illustration, we can derive two insights.

Underutilized Inter-Op Parallelism. Table 1 reveals that
most computation graphs have a high degree of parallelism.
However, due to the one-by-one scheduling strategy shown in
Figure 3 (a), (e), and (f), RM models’ parallelism is underuti-
lized.

Disordered Scheduling under Concurrency. Figure 3 (e)
shows the disordered kernel execution timeline under con-
current queries. When the dependencies of a kernel from
one query are satisfied, it may still have to wait because ker-
nels from other queries have already been launched into the
queue. Besides, the conflicts between caches increase the
ops’ execution time and increase the inference latency of to-
tal queries. The primary cause is the absence of a unified
scheduling mechanism.

3 Methodology

3.1 Overview

The goal of RecOS is to provide efficient scheduling of ops
across multiple streams (see Figure 3 (f)) to improve infer-
ence latency under traffic peaks. Figure 4 shows the overall
framework of our system, which includes (a) an offline com-
ponent, which profiles models before online service, and (b)
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an online component, which schedules ops under concurrent
queries.

Offline. Before online scheduling, RecOS utilizes Nsight
Systems [NVIDIA, 2024b] to obtain information about the
ops on the GPU in the model, including op execution time
and kernel grid size.

Online. The online component comprises a Model Weights
Database, a Workload Monitor, a Multistream Scheduler, and
a Memory Manager.

3.2 Model Weights Database

Op Importance

To facilitate explanation, we abstract the computational graph
into a DAG. Let G = (V, L) denote the DAG of a DNN,
where V = {v1,va,...,v,} is the set of vertices represent-
ing the ops of the DNN and L is the set of links. A link
(vs,v;) € L indicates that v; must be processed before v,,
with v; feeding its output to v;.

As discussed before in Section 2.2, scheduling ops based
on their importance is more effective than using the topologi-
cal order. We calculate the DepV alue for each op as the op’s
importance in the computation graph:

DepV alue(vy,)

DepValue(v) =1.0 + Z inDegree(v,)

(v,vn)EL

where inDegree(v,,) represents the in-degree value of the
vertex vy, .

Op Execution Statistics

Op execution statistics include grid size and execution time,
which can be collected using Nsight Systems [NVIDIA,
2024b].

Grid Size. The grid size refers to the number of blocks
within an op and can be used to infer the maximum num-
ber of SMs that an op can occupy on the GPU. The grid size
of an op is calculated as follows:

GridSize(O) = Z GridSize(k)

keO

where GridSize(O) and GridSize(k) represent the grid
size of an op and a kernel, respectively, and & € O indicates
that the kernel belongs to an op.

Execution Time. Execution Time refers to the duration of
an op’s execution, including the time for kernel preparation,
kernel launch, and kernel execution.

3.3 Workload Monitor

To effectively schedule ops, we need to acquire the status of
ops running on the GPU. As NVIDIA does not provide APIs
that meet our requirements, we implemented our own mon-
itor to estimate the running status of the GPU (as shown in
Figure 4).

Assuming op o will be launched on stream s, before its ex-
ecution starts, the monitor appends it to the op information
queue of stream s and removes it upon completion of exe-
cution. We use grid size and execution time as metrics for
measuring the resource occupancy and execution of a stream.
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Figure 4: Architecture of RecOS.

The expected completion time for stream s is calculated as
follows:

CompletionTime(s) = Z

o€opinstream(s)

ExecTime(o)

where opinstream(s) refers to the ops that are stored in the
op info queue of stream s.
The resource occupancy at time ¢ is calculated as follows:

ResOccupancy(t) = Z GridSize(o)
o€opattime(t)

where opattime(s) refers to ops that are being executed at
time ¢.

3.4 Multistream Scheduler

Execution Order

Computation Op. The computation op execution order is
determined by both the topology and the DepV alue. First,
before computation, RecOS calculates the DepV alue for all
ops. Once an op finishes computation, all dependent ops
go into the queue. The scheduler then selects the op with
the highest DepV alue from queue to launch; i.e., v3 would
be selected first after v; finishes execution, ensuring that the
most critical ops are scheduled first.

Embedding Op. Because embedding ops require locks for
cache consistency, concurrent embedding lookups on the
same cache entry cause lock contention. RecOS utilizes a
round-robin strategy to reduce contention caused by concur-
rent embedding operations. For each new query, RecOS de-
termines a unique starting position. This position depends
on the previous query’s execution state, ensuring a staggered
offset:
Startldz =(Nowldzyre, + of fset) mod |emb ops|
of fset — Nowldzprey —2 Startldzpres

where NowlIdx,,e, is the index of the last launched embed-
ding op, StartIdx,,., is the initial embedding op launching
position of the previous query, and |emb ops| represents the
total number of embedding ops. This approach yields two
primary benefits. First, by introducing an offset, it effec-
tively staggers similar embedding operators across concurrent
queries, thereby reducing lock contention. Second, it dynam-
ically adapts the scheduling offset according to the real-time
execution status.
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Figure 5: (a) When there is only one stream, concurrent kernel exe-
cution does not occur. (b) GPU memory might be deallocated before
the kernel finishes its execution. (¢) The Memory Manager deallo-
cates memory after kernel execution.

Stream Selection
The scheduler employs different approaches for computaion
ops and embedding ops.

Computation op. The scheduler uses Workload Monitor’s
information and op’s statistics such as grid size to select the
most appropriate stream. First, if any stream is idle, the
scheduler immediately dispatches the computation op to that
stream. Otherwise, it identifies the two streams with the
shortest and second-shortest completion times, then estimates
the overall workload if the op were placed on either one. If the
shortest stream’s estimated workload violates certain thresh-
olds, the scheduler switches to the second-shortest stream;
otherwise, it remains on the shortest.

Embedding op. For embedding ops, the scheduler focuses
on avoiding cache conflicts. It first checks if there are any
streams on which the op can be launched without conflict. If
such streams exist, the scheduler assigns the op to the stream
with the shortest expected completion time. Otherwise, it
reuses the op’s previously assigned stream.

3.5 Memory Manager

Next, we discuss how to ensure ops’s correct execution across
multiple streams through asynchronous memory manage-
ment.

Ops utilize tensors to store and transfer data. To maintain
the correctness of computations, it is critical to ensure that
one op’s memory space is not compromised by other ops.

When there is a single stream, the stream characteristic en-
sures that only one kernel is executed on the GPU, thereby
preventing data corruption. However, as Figure 5 illustrates,
when multiple streams are used, there is a risk of mem-
ory corruption, which can lead to incorrect computation re-
sults. This problem could be solved if each GPU op waits
for the completion of its prior op’s kernel execution after be-
ing launched. However, this synchronous approach can re-
duce the efficiency of kernel launches and introduce addi-
tional overhead into GPU graph computations.

To minimize the overhead associated with multistream
memory management, we propose an asynchronous memory
management approach for multistream RM execution. Re-
cOS introduces a centralized memory manager to properly
free GPU buffers used by ops. It utilizes a separate tensor
pool for each stream to collect tensors. When a tensor pool
reaches a certain threshold, the manager checks the status of
corresponding kernels and releases tensors if the kernels have
finished execution.

4 Experiment

4.1 Experiment Setting

Implementation. We implemented RecOS on TS [Olston
et al., 2017al, an open-source machine learning service sys-
tem designed for production environments. It’s noteworthy
that RecOS can be easily integrated with other serving sys-
tems, such as Triton Inference Server [NVIDIA, 2024c].

Hardware and Software. We deployed our system on a
server equipped with an Intel (R) Xeon (R) Platinum 8352Y
CPU and an Nvidia A30 GPU (24 GB HBM2 and 56 SMs
available), matching our production environment. All code
was compiled using GCC and nvcc with the -O3 option. We
used CUDA driver version 525 and CUDA Toolkit 12.0.

Models. We evaluated four representative recommendation
models from in-house production: WnD [Cheng et al., 2016],
DIN [Zhou et al., 2018b], DLRM [Naumov et al., 2019], and
BST [Chen et al., 2019]. These models represent different
architectural paradigms in modern recommendation systems
and are widely deployed in production environments. It is
noteworthy that RMs comprise many small kernels, which
leads to high kernel launch overhead. Therefore, in a pro-
duction setting, RMs would first be optimized by tools such
as TVM [Chen et al., 2018] to reduce such overhead. To
closely mimic the production environment, we applied such
optimizations.

Metrics. We selected latency as the main metric. Latency
refers to the duration of model inference, excluding the time
consumed for serialization, deserialization, and the network
delays associated with sending and receiving queries. Exper-
iments were conducted at five levels of concurrency: 1, 8, 15,
22, and 30. The clients keep sending queries after receiving
the response of the previous queries from the server’. Be-
sides, we also simulated online traffic to test the performance.

Comparison. We compared the performance of our system
with the following three approaches: (1) TSSS, the default
Single Stream kernel launch mechanism of TS [Olston et
al., 2017al; (2) TSMS, the MultiStream implementation by
TS [Olston et al., 2017al, which contains multiple computa-
tion streams and launches kernels from one query to multiple
streams based on the topology of the computation graph; (3)
MSSS, a scheme that launches all kernels belonging to one
query onto the same stream, as illustrated in Figure 3 (f); (4)

“We omit throughput measurement because under our client-
query pattern (where each client sends the next query only after re-
ceiving the previous response), the system throughput is essentially
the reciprocal of latency.
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Figure 6: Runtime Performance of RecOS on Four Models. At low concurrency levels, RecOS offers only moderate improvements compared
to TSSS, TSMS, and MSSS. However, when concurrency reaches a high level, RecOS’s latency is lower than that of all other schemes.
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Figure 7: Runtime Performance under Online Traffic: (a) Pulse-Type Traffic; (b) Unimodal-Type Traffic; (c) (d) Bimodal Traffic. Among all

traffic types, RecOS reduces inference latency during traffic peaks.

StreamRec, the Stream Assignment method for Recommen-
dation models proposed in [Niu er al., 2023]; (5) Opara, a
resource- and interference-aware DNN op parallel schedul-
ing framework to accelerate DNN inference on GPUs [Chen
et al., 2024].

4.2 Overall Performance

This section evaluates RecOS using the four optimized mod-
els, comparing it with the five aforementioned scheduling
baselines: TSSS, TSMS, MSSS, StreamRec, and Opara. Fig-
ure 6 presents the comparison of inference latency.

Figure 6 shows that RecOS consistently outperforms the
other five methods as concurrency increases. Compared to
TSMS and StreamRec, which utilizes Multistreams, RecOS
can achieve up to a 68% speedup (WnD, concurrency 30) and
a 63% speedup (WnD, concurrency 30), respectively. Both
TSMS and StreamRec assign streams based on the topology
order of computation graph. When faced with high concur-
rent queries, they encountered disordered scheduling. Be-
sides, both of them adopt a naive tensor management strategy
(as shown in Figure 5 (b)), which also introduced high over-
head. As a result, both of them had degraded latency. The
improvement of RecOS over TSSS and MSSS is not obvious
at low concurrency (< 8). However, the improvement in-
creases as concurrency rises. This is because as concurrency
increases, more ops need to be scheduled, thus a highly effi-
cient scheduler can improve the inference latency. Besides,
RecOS achieves a 46% improvement (DIN) at a concurrency
of 30 compared to TSSS. The best improvement of RecOS
over MSSS and Opara is about 44% and 53% for DIN re-
spectively, at a concurrency of 30. Although both of them
utilize multiple streams, they lacks in avoiding cache conflicts
between embedding ops, thus leading to sub-optimal perfor-
mance. What’s more, the Tensor Manager adopted by RecOS

reduces the overhead of synchronization between ops, which
also makes RecOS better than Opara.

4.3 Performance under Online Traffic

Our experiments were conducted on RecOS and TSSS under
simulated network traffic conditions. Specifically, we tailored
the distribution of traffic to reflect the typical patterns encoun-
tered in business environments, focusing on three main types:
pulse-type, bimodal, and unimodal traffic distributions.

The data depicted in these figures revealed two character-

istics:

1. When the traffic volume is low, the performance of the
TSSS is quite similar to that of RecOS. During these pe-
riods of low traffic, the latency difference between TSSS
and RecOS is not significant.

When the traffic volume is high, RecOS demonstrates
its effectiveness. It is evident that RecOS outperforms
TSSS under conditions of high traffic volume. Further-
more, as seen in Figure 7, when traffic reaches its peak,
the time saved by RecOS is maximized.

4.4 Performance Analysis

Better op schedule. The performance of RecOS can be at-
tributed to several key factors:

1. Efficient Stream Management Unlike TSSS that uses
only one stream or MSSS’s simple stream assignment
strategy, RecOS dynamically assigns ops to multiple
streams based on comprehensive workload monitoring.
This allows for better GPU resource utilization and re-
duced idle time.

Cache Conflict Avoidance RecOS’s round-robin em-
bedding launch algorithm minimizes cache conflicts, an
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Figure 8: Comparison of Tensor Manager performance for all 4
models at different memory threshold. (a) GPU Memory Usage and
(b) inference latency.

issue overlooked by StreamRec and Opara. This is par-
ticularly important for RMs due to their mutable nature
during inference.

3. Topology-aware Scheduling By considering both the
DepV alue and topology of the computation graph, Re-
cOS ensures critical ops are prioritized appropriately.

4. Dynamic Workload Balancing The system’s workload
monitor provides real-time information about stream
status and resource utilization, enabling RecOS to make
more informed scheduling decisions.

These optimizations work together to reduce inference la-
tency, particularly during high-concurrency scenarios where
the benefits become most apparent.

Tensor Management. By eliminating the post-processing
step of tensor memory management, our tensor management
reduces the overall latency. We first conducted experiments
on all four models to investigate the impact of various mem-
ory threshold settings on system performance, as shown in
Figure 8. As shown in Figure 8, under the threshold of
64 MB, the tensor manager achieves the best inference la-
tency across all models. As the threshold increases, the fre-
quency of tensor releases decreases, but the overhead asso-
ciated with each release becomes larger. Additionally, the
process tensor release also consumes resources (for example,
event managers and thread pools), that are needed for op ex-
ecution. The threshold of 64 MB achieves an optimal bal-
ance between release frequency and release overhead. Unlike
inference latency, GPU Memory utilization increases as the
memory threshold increases because more tensors are stored
in the tensor manager’s pool. However, it is noteworthy that
even when the threshold reaches 128 MB, the GPU Memory
Utilization only increases by about 100 MB, which is mini-
mal compared to the overall GPU Memory capacity of 24 GB
for A30.

Then we conducted experiments to investigate the impact
of Tensor Management on RecOS at the threshold of 64 MB.
Figure 9 shows that Tensor Manager improves inference la-
tency of RecOS across all models. The comparative anal-
ysis conclusively shows that our tensor management’ effec-
tiveness while incurring only a marginal memory overhead.
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RecOS w/o TM

N
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Figure 9: Comparison of RecOS with and without Tensor Manager.

5 Related Work

Recommendation Models Acceleration. Recently, many
works have been proposed to accelerate DLRMs. Meth-
ods such as embedding cache on GPUs [Xie et al., 2022;
Wang et al., 2022], op fusion [Pan et al., 2023], near-
memory processing [Ke et al., 2020; Kwon ef al., 2019], and
in-memory processing [Wang et al., 2021] have been pro-
posed to improve the embedding lookup, which are orthog-
onal to RecOS. StreamRec [Niu ef al., 2023] utilizes multiple
streams to improve the embedding lookup op. However, all of
them neglect the mutable nature of RM inference. To the best
of our knowledge, RecOS is the first system that schedules
RM inference based on RM’s mutable nature.

GPU Concurrency. Many efforts have been proposed to
increase GPU concurrency. Miriam [Zhao et al., 2023] gener-
ates kernels with elastic resource occupancy and dynamically
adjusts them when critical kernels arrive. Opara [Chen et al.,
2024] determines stream allocation and launch order based
on computation graph topology and operation characteristics,
generating CUDA Graphs to accelerate inference. Unlike
these works, RecOS introduces a comprehensive scheduling
mechanism that efficiently distributes RM operations across
multiple streams, fully utilizing GPU resources while specif-
ically addressing the unique mutable nature of recommenda-
tion models.

6 Conclusion and Future Work

We propose a novel system named RecOS, which improves
latency in RM online service systems under concurrent
queries. To tackle the cache conflicts caused by RM’s
mutable nature, RecOS proposes a round-robin embedding
launch algorithm. The proposed system also takes advan-
tage of the high parallelism topology of RM models and low-
resource-consumption ops to achieve highly efficient parallel
op launch. Furthermore, it utilizes a runtime op scheduler to
process multiple concurrent queries across multiple stream to
solve the disordered scheduling problem.

Experimental results with multiple models indicate that
RecOS can enhance the overall system latency while incur-
ring a minimal increase in memory occupancy. In the future,
we plan to dive into the optimal configuration of RecOS for
RM models.
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